# Homework: Multidimensional Arrays, Sets, Dictionaries

This document defines the homework assignments from the ["Advanced C#" Course @ Software University](http://softuni.bg/courses/advanced-csharp/). Please submit as homework a single zip / rar / 7z archive holding the solutions (source code) of all below described problems.

## Fill the Matrix

Write two programs that **fill** and print a **matrix** of size **N x N**. Filling a matrix in the regular pattern (**top to bottom** and **left to right**) is boring. Fill the matrix as described in both patterns below:

| **Pattern A** | **Pattern B** |
| --- | --- |
|  |  |

## Maximal Sum

Write a program that reads a rectangular integer matrix of size **N x M** and finds in it the square **3 x 3** that **has maximal sum of its elements**.

On the first line, you will receive the rows **N** and columns **M**. On the next **N lines** you will receive **each row with its columns**.

Print the **elements** of the 3 x 3 square as a matrix, along with their **sum**.

|  |  |  |
| --- | --- | --- |
| **Input** | **Matrix** | **Output** |
| 4 5  1 5 5 2 4  2 1 4 14 3  3 7 11 2 8  4 8 12 16 4 |  | Sum = 75  1 4 14  7 11 2  8 12 16 |

## Matrix shuffling

Write a program which reads a string matrix from the console and performs certain operations with its elements. User input is provided in a similar way like in the problem above – first you read the dimensions and then the data. Remember, you are not required to do this step first, you may add this functionality later.

Your program should then receive commands in format: "swap row1 col1 row2c col2" where row1, row2, col1, col2 are coordinates in the matrix. In order for a command to be valid, it should start with the "swap" keyword along with four valid coordinates (no more, no less). You should swap the values at the given coordinates (cell [row1, col1] with cell [row2, col2]) and print the matrix at each step (thus you'll be able to check if the operation was performed correctly).

If the command is not valid (doesn't contain the keyword "swap", has fewer or more coordinates entered or the given coordinates do not exist), print "Invalid input!" and move on to the next command. Your program should finish when the string "END" is entered. Examples:

|  |  |
| --- | --- |
| **Input** | **Output** |
| 2  3  1  2  3  4  5  6  swap 0 0 1 1  swap 10 9 8 7  swap 0 1 1 0  END | *(after swapping 1 and 5):*  5 2 3  4 1 6  Invalid input!  *(after swapping 2 and 4):*  5 4 3  2 1 6 |
| 1  2  Hello  World  0 0 0 1  swap 0 0 0 1  swap 0 1 0 0  END | Invalid input  World Hello  Hello World |

## Sequence in Matrix

We are given a matrix of strings of size N x M. Sequences in the matrix we define as sets of several neighbour elements located on the same **line, column or diagonal**. Write a program that finds the longest sequence of equal strings in the matrix. Examples:

| **Matrix** | **Output** |  | **Matrix** | **Output** |
| --- | --- | --- | --- | --- |
|  | ha, ha, ha |  |  | s, s, s |

## Collect the Coins

Working with multidimensional arrays can be (and should be) fun. Let's make a game out of it.

You receive the layout of a **board** from the console. Assume it will always have **4 rows** which you'll get as strings, each on a separate line. Each character in the strings will represent a **cell** on the board. Note that the strings may be of different length.

You are the player and start at the top-left corner (that would be position **[0, 0]** on the board). On the fifth line of input you'll receive a string with movement commands which tell you where to go next, it will contain only these four characters – '**>**' (move right), '**<**' (move left), '**^**' (move up) and '**v**' (move down).

You need to keep track of two types of events – collecting coins (represented by the symbol '**$**', of course) and hitting the walls of the board (when the player tries to move off the board to invalid coordinates). When all moves are over, **print the amount of money** collected and the **number of walls hit**. Example:

Пицария Бижу Младост 1А

|  |  |  |
| --- | --- | --- |
| **Input** | **Output** | **Comments** |
| Sj0u$hbc  $87yihc87  Ewg3444  $4$$  V>>^^>>>VVV<< | Coins collected: 2  Walls hit: 2 | Starting from (0, 0), move down (coin), twice right, up, up again (wall), three times right (coin on second move), twice down, down again (wall), twice to the left – game over (no more moves). Total of two coins collected and two walls hit in the process. |

## Count Symbols

Write a program that reads some text from the console and counts the occurrences of each character in it. Print the results in **alphabetical** (lexicographical) order. Examples:

|  |  |
| --- | --- |
| **Input** | **Output** |
| SoftUni rocks | : 1 time/s  S: 1 time/s  U: 1 time/s  c: 1 time/s  f: 1 time/s  i: 1 time/s  k: 1 time/s  n: 1 time/s  o: 2 time/s  r: 1 time/s  s: 1 time/s  t: 1 time/s |
| Did you know Math.Round rounds to the nearest even integer? | : 9 time/s  .: 1 time/s  ?: 1 time/s  D: 1 time/s  M: 1 time/s  R: 1 time/s  a: 2 time/s  d: 3 time/s  e: 7 time/s  g: 1 time/s  h: 2 time/s  i: 2 time/s  k: 1 time/s  n: 6 time/s  o: 5 time/s  r: 3 time/s  s: 2 time/s  t: 5 time/s  u: 3 time/s  v: 1 time/s  w: 1 time/s  y: 1 time/s |
| Uvh34yt78y78y7Y&T^^DFt362t62thfwuihhYG&GY2 | &: 2 time/s  2: 3 time/s  3: 2 time/s  4: 1 time/s  6: 2 time/s  7: 3 time/s  8: 2 time/s  D: 1 time/s  F: 1 time/s  G: 2 time/s  T: 1 time/s  U: 1 time/s  Y: 3 time/s  ^: 2 time/s  f: 1 time/s  h: 4 time/s  i: 1 time/s  t: 4 time/s  u: 1 time/s  v: 1 time/s  w: 1 time/s  y: 3 time/s |

## Phonebook

Write a program that receives some info from the console about **people** and their **phone numbers**.

You are free to choose the manner in which the data is entered; each **entry** should have just **one name** and **one number** (both of them strings).

After filling this simple phonebook, upon receiving the **command** "**search**", your program should be able to perform a search of a contact by name and print her details in format "**{name} -> {number}**". In case the contact isn't found, print "**Contact {name} does not exist.**" Examples:

|  |  |
| --- | --- |
| **Input** | **Output** |
| Nakov-0888080808  **search**  Mariika  Nakov | Contact Mariika does not exist.  Nakov -> 0888080808 |
| Nakov-+359888001122  RoYaL(Ivan)-666  Gero-5559393  Simo-02/987665544  **search**  Simo  simo  RoYaL  RoYaL(Ivan) | Simo -> 02/987665544  Contact simo does not exist.  Contact RoYaL does not exist.  RoYaL(Ivan) -> 666 |

\* **Bonus:** What happens if the user enters the same name twice in the phonebook? Modify your program to keep **multiple phone** numbers per contact.

## Night Life

Being a nerd means writing programs about night clubs instead of actually going to ones. Spiro is a nerd and he decided to summarize some info about the most popular night clubs around the world.

He's come up with the following structure – he'll summarize the data by **city**, where each city will have a **list of venues** and each **venue** will have a **list of performers**. Help him finish the program, so he can stop staring at the computer screen and go get himself a cold beer.

You'll receive the input from the console. There will be an **arbitrary** number of lines until you receive the string "**END**". Each line will contain data in format: "**city;venue;performer**". If either **city**, **venue** or **performer** **don't exist** yet in the database, **add them**. If either the city and/or venue **already exist**, **update their info**.

**Cities** should remain in the **order in which they were added**, **venues** should be **sorted alphabetically** and **performers** should be **unique** (per venue) and also **sorted alphabetically**.

Print the data by **listing the cities** and for each city its **venues** (on a new line starting with "**->**") and **performers** (separated by comma and space). Check the examples to get the idea. And grab a beer when you're done, you deserve it. Spiro is buying.

|  |  |
| --- | --- |
| **Input** | **Output** |
| Sofia;Biad;Preslava  Pernik;Stadion na mira;Vinkel  New York;Statue of Liberty;Krisko  Oslo;everywhere;Behemoth  Pernik;Letishteto;RoYaL  Pernik;Stadion na mira;Bankin  Pernik;Stadion na mira;Vinkel  END | Sofia  ->Biad: Preslava  Pernik  ->Letishteto: RoYaL  ->Stadion na mira: Bankin, Vinkel  NewYork  ->Statue of Liberty: Krisko  Oslo  ->everywhere: Behemoth |

## \* Terrorists Win!

***This problem is from the Java Basics Exam (7 January 2015). You may check your solution*** [***here***](https://judge.softuni.bg/Contests/Practice/Index/57#1)***.***

On de\_dust2 terrorists have planted a bomb (or possibly several of them)! Write a program that sets those bombs off!

A bomb is a string in the format **|...|**. When set off, the bomb destroys all characters inside. The bomb should also destroy **n** characters to the left and right of the bomb. **n** is determined by the **bomb** **power** (the **last digit of the ASCII sum** of the characters inside the bomb). Destroyed characters should be replaced by '**.**' (dot). For example, we are given the following text:

**prepare|yo|dong**

The bomb is **|yo|**. We get the bomb power by calculating the last digit of the sum: **y** (121) + **o** (111) = 23**2**. The bomb explodes and destroys itself and **2** characters to the left and **2** characters to the right. The result is:

**prepa........ng**

### Input

The input data should be read from the console. On the first and only input line you will receive the text.

The input data will always be valid and in the format described. There is no need to check it explicitly.

### Output

The destroyed text should be printed on the console.

### Constraints

* The lengthof the text will be in the range [1...1000].
* The bombs will hold a number of characters in the range [0…100].
* Bombs will not be nested (i.e. bomb inside another bomb).
* Bomb explosions will never overlap with other bombs.
* Time limit: 0.3 sec. Memory limit: 16 MB.

### Examples

|  |  |
| --- | --- |
| **Input** | **Output** |
| prepare|yo|dong | prepa........ng |
|  |  |
| **Input** | **Ouput** |
| de\_dust2 |A| the best |BB|map! | de\_d.............bes........p! |

## \* Plus-Remove

***This problem is originally from the JavaScript Basics Exam (24 November 2014). You may check your solution*** [***here***](https://judge.softuni.bg/Contests/Practice/Index/84#0)***.***

You are given a sequence of **text lines**, holding symbols, small and capital Latin letters. Your task is to **remove all "plus shapes"** in the text. They may consist of small and capital letters at the same time, or of any symbol. All of the **X shapes** below are **valid**:

|  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- |
| a  aaa  a | B  BBB  B | T  TtT  T | p  PPp  P | &  &&&  & | \*  \*\*\*  \* | etc. |

Every **"plus shape"** is 3 by 3 symbols crossing each other on 3 lines. Single **"plus shape"** can be part of **multiple** **"plus shapes"**. If new **"plus shapes"** are formed after the first removal **you don't have** to remove them.

### Input

The input data will be received from the console. It consists of variable number of lines. The input ends with the string "**END**" (it should not be taken into account in the program logic).

### Output

Print at the console the input data after removing all **"plus shapes"**.

### Constraints

* Each input line will hold between 1 and 100 Latin letters.
* The number of input lines will be in the range [1 ... 100].
* Allowed working time: 0.2 seconds. Allowed memory: 16 MB.

### Examples

|  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- |
| **Input** | **Output** |  | **Input** | **Output** |  | **Input** | **Output** |
| a**b**\*\*l**5**  **bBb**\***555**  a**b**s**h**\***5**  tt**HHH**  ttt**h**  END | a\*\*l  \*  as\*  tt  ttt | 8**88**\*\***t**\*  **8888ttt**  **888ttt**<<  \***8**\*0**t**>>hi  END | 8\*\*\*  <<  \*\*0>>hi | @s**@**a**@**p**@**una  p**@@@@@@@**@dna  @6**@**t**@\*@\***ego  vdig**\*\*\*\*\***ne6  li??^**\***^**\***  END | @sapuna  p@dna  @6tego  vdigne6  li??^^ |

## \* String Matrix Rotation

***This problem is originally from the JavaScript Basics Exam (28 July 2014). You may check your solution*** [***here***](https://judge.softuni.bg/Contests/Practice/Index/84#1)***.***

You are given a **sequence of text lines**. Assume these text lines form a **matrix of characters** (pad the missing positions with spaces to build a rectangular matrix). Write a program to **rotate the matrix** by 90, 180, 270, 360, … degrees. Print the result at the console as sequence of strings. Examples:

|  |  |  |  |
| --- | --- | --- | --- |
| **Input** | **Rotate(90)** | **Rotate(180)** | **Rotate(270)** |
| hello  softuni  exam |  |  |  |
|  |

### Input

The input is read from the console:

* The first line holds a command in format "**Rotate(X)**" where **X** are the degrees of the requested rotation.
* The next lines contain the **lines of the matrix** for rotation.
* The input ends with the command "END".

The input data will always be valid and in the format described. There is no need to check it explicitly.

### Output

Print at the console the **rotated matrix** as a sequence of text lines.

### Constraints

* The rotation **degrees** is positive integer in the range [0…90000], where **degrees** is **multiple of 90**.
* The number of matrix lines is in the range [1…**1 000**].
* The matrix lines are **strings** of length 1 … 1 000.
* Allowed working time: 0.2 seconds. Allowed memory: 16 MB.

### Examples

|  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- |
| **Input** | **Output** |  | **Input** | **Output** |  | **Input** | **Output** |
| Rotate(90)  hello  softuni  exam | esh  xoe  afl  mtl  uo  n  i | Rotate(180)  hello  softuni  exam | maxe  inutfos  olleh | Rotate(270)  hello  softuni  exam | i  n  ou  ltm  lfa  eox  hse |

|  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- |
| **Input** | **Output** |  | **Input** | **Output** |  | **Input** | **Output** |
| Rotate(720)  js  exam | js  exam | Rotate(810)  js  exam | ej  xs  a  m | Rotate(0)  js  exam | js  exam |

## \* To the Stars!

***This problem is from the JavaScript Basics Exam (4 September 2014). You may check your solution*** [***here***](https://judge.softuni.bg/Contests/Practice/Index/31#2)***.***

The year is 2185 and the SSR Normandy spaceship explores our galaxy. Unfortunately, the ship suffered severe damage in the last battle with Batarian pirates, and her navigation system is broken. Your task is to write a JavaScript program to help the Normandy safely navigate through the stars back home.

The navigation field is a 2D grid. You are given the names of **3 star systems**, along with **their coordinates(sx,sy)** and **the Normandy's initial coordinates(nx, ny)**. Assume that a **star's coordinates are in the center of a 2x2 rectangle**. The Normandy **always** **moves in an upwards direction, 1 unit every turn**. Your task is to inform the Normandy of its current location during its movement.

![C:\Users\bubbles\Desktop\grid-example.png](data:image/png;base64,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)

### The Normandy can only be at one location at a time. The possible locations are "<star1 name>", "<star2 name>", "<star3 name>" and "space". In other words, if the Normandy is in the range of Alpha-Centauri, her location is "alpha-centauri". If she's not in the range of any star system, her location is just "space".

Star systems will **NOT** overlap.

*Example*: the Normandy's initial location is at (8, 1). There, she in outside of any star system, so she is in "space". She starts moving up and her next two locations at (8, 2) and (8, 3) are again in "space". After that, at (8, 4), (8, 5), (8, 6) she is in the range of Alpha-Centauri – therefore, she is in "alpha-centauri". Her final location (8, 7) is outside any star, and her location is "space".

### Input

The input is passed to the first JavaScript function found in your code as **array of several arguments**:

* The first arguments will contain each star system's name and coordinates in the format "<**name**> <**x**> <**y**>", separated by spaces. The **name will be a single word, without spaces**.
* The fourth argument will contain the Normandy's initial coordinates in the format "<**x**> <**y**>", separated by spaces.
* The fifth, last argument, will contain the number **n** – the number of turns the Normandy will be moving.

The input data will always be valid and in the format described. There is no need to check it explicitly.

### Output

The output consists of **n + 1** lines – the Normandy's **initial** location, plus the **locations she was in during her movement**, each on a separate line. All locations must be printed **lowercase**.

### Constraints

* The grid dimensions will be no larger than 30x30.
* All star systems will be squares with a fixed size: 2x2.
* The turns will be no more than 20.
* Time limit: 0.3 sec. Memory limit: 16 MB.

### Examples

|  |  |  |  |  |
| --- | --- | --- | --- | --- |
| **Input** | **Output** |  | **Input** | **Output** |
| Sirius 3 7  Alpha-Centauri 7 5  Gamma-Cygni 10 10  8 1  6 | space  space  space  alpha-centauri  alpha-centauri  alpha-centauri  space | Terra-Nova 16 2  Perseus 2.6 4.8  Virgo 1.6 7  2 5  4 | perseus  virgo  virgo  virgo  space |

## \* Activity Tracker

***This problem is from the Java Basics Exam (3 September 2014). You may check your solution*** [***here***](https://judge.softuni.bg/Contests/Practice/Index/30#3)***.***

You are part of the server side application team of brand new and promising activity tracking company. Their product "The Spy" is constantly sending data to the server. The data represents the distance walked in meters for every user in format:

* 24/07/2014 Angel 4600
* 24/07/2014 Pesho 3200
* 25/07/2014 Angel 6500
* 01/08/2014 Pesho 5600
* 03/08/2014 Ivan 11400

Write a program to aggregate the data and print the **activity of each user per month**. The months should be represented in ascending order. The users should be ordered alphabetically and the data should be represented in the following way: **<month>: <user>(<distance>), <user>(<distance>),…** For the data above the output should be:

* 7: Angel(11100), Pesho(3200)
* 8: Ivan(11400), Pesho(5600)

### Input

The input comes from the console. At the first line a number **n** stays which says how many data lines will follow. Each of the next n lines holds a data in format **<date> <user> <distance>**. The input data will always be valid and in the format described. There is no need to check it explicitly.

### Output

Print **one line for each month** (months are in ascending order). For each month print the users and the sum of distances for each one of them, in descending order in format **<month>: <user>(<distance>), <user>(<distance>),…**

### Constraints

* The **count** of the data lines **n** is in the range [1…1000].
* The **<date>** is a standard date in format **dd/mm/yyyy** where **dd** is the day of the month, **mm** is the numeric representation of the month and **yyyy** is the full numeric represenation of the year.
* The **<user>** consists of only of **Latin characters**, with length of [1…20].
* The **<distance>** is floating point number in the range [1…1000].
* Time limit: 0.3 sec. Memory limit: 16 MB.

### Example

|  |  |  |  |
| --- | --- | --- | --- |
| **Input** | **Output** | **Input** | **Output** |
| 5  24/07/2014 Angel 4600  24/07/2014 Pesho 3200  25/07/2014 Angel 6500  01/08/2014 Pesho 5600  03/08/2014 Ivan 11400 | 7: Angel(11100), Pesho(3200)  8: Ivan(11400), Pesho(5600) | 3  10/07/2014 Nakov 10345  15/07/2014 Nakov 8765  20/07/2014 Nakov 4532 | 7: Nakov(23642) |